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**ВВЕДЕНИЕ**

В современных вычислительных системах существует ограничение на размер целых чисел, связанное с разрядностью машинного слова (обычно 32 или 64 бита, что соответствует максимум около 10^19). Это означает, что при работе с очень большими числами (так называемая *длинная арифметика*) необходимо привлекать специальные программные методы для представления и обработки таких чисел. Длинная арифметика представляет собой выполнение арифметических операций над числами, разрядность которых превышает длину машинного слова, при этом операции реализуются программно, а длина чисел ограничена только объёмом памяти компьютера. Таким образом, *бесконечными числами* в контексте данной работы называются целые числа произвольной длины, превышающие стандартные аппаратные пределы.

Актуальность темы обусловлена широким спектром задач, где требуется высокая точность вычислений или работа с чрезвычайно большими числами. Например, в криптографии алгоритмы шифрования и цифровой подписи оперируют целыми числами размером в сотни цифр, вплоть до порядка 10^309 для обеспечения должного уровня безопасности. Также длинная арифметика необходима в некоторых областях финансовых вычислений и при разработке программных калькуляторов, где результат должен совпадать с ручными расчетами с точностью до последнего разряда. Несмотря на то, что многие современные языки программирования имеют встроенную поддержку “длинных” чисел или предлагают библиотечные решения, умение реализовать такие операции самостоятельно остается важным для понимания основ построения вычислительных алгоритмов.

Область применения длинной арифметики охватывает задачи, связанные с вычислениями сверхбольшой точности: криптографические протоколы, обработка больших числовых данных, научные расчёты с контролем погрешности, а также соревновательное программирование (где нередко ставятся задачи на реализацию длинной арифметики для практики алгоритмического мышления). В данной работе рассматривается реализация целочисленной длинной арифметики – а именно, сложение и вычитание целых чисел произвольной длины. Алгоритмы основаны на классических “школьных” методах столбикового сложения и вычитания, которые последовательно обрабатывают разряды чисел. Реализация выполняется на языке программирования C++, используя собственные динамические структуры данных (связный список) для хранения чисел.

Целью работы является демонстрация надёжного выполнения базовых арифметических операций с целыми числами неограниченной длины. Для достижения этой цели нужно разработать специальный формат представления чисел, описать и реализовать алгоритмы сложения и вычитания, а также обеспечить корректное взаимодействие с пользователем (ввод/вывод чисел произвольной длины). В дальнейшем излагаются постановка задачи, детали реализации и анализ полученного решения.

1. **ПОСТАНОВКА ЗАДАЧИ**

**1) Постановка задачи:** разработать программу, выполняющую сложение и вычитание целых чисел произвольной длины. Числа должны храниться в памяти в виде списка цифр в обратном порядке. Необходимо спроектировать структуры данных для такого представления чисел, реализовать вспомогательные функции для ввода, вывода и сравнения больших чисел, а также основные операции сложения (add) и вычитания (sub) с учетом знаков. Программа должна корректно обрабатывать случаи разных знаков операндов, приводить результат к нормализованному виду (без незначащих нулей) и выводить его пользователю.

**2) Требования к функциональности:** пользовательский интерфейс консольного типа должен позволять ввести два целых числа (возможно, превышающих по длине стандартные типы) и выбрать операцию (сложение или вычитание). Результатом работы программы является корректно рассчитанная сумма или разность введённых чисел, отображённая на экране. В ходе расчётов не должно происходить переполнения типов данных, так как длина чисел ограничивается только объемом доступной памяти. Предусматривается обработка положительных и отрицательных значений, а также случай нулевых операндов.

**3) Ограничения:** программа должна обрабатывать числа длиной не менее нескольких тысяч цифр (что существенно превышает диапазон стандартных 64-битовых целых). Производительность при этом остается линейной, зависимой от количества цифр, что приемлемо для базовых операций сложения/вычитания. Память для хранения числа растёт пропорционально числу его разрядов. Необходимо обеспечить удаление “лишних” нулей в старших разрядах результата во избежание искажения вывода (например, число не должно отображаться с ведущими нулями).

4) Таким образом, задача сводится к реализации собственной структуры длинного целого числа и ключевых операций над ним. Далее подробно описываются выбор структур данных и реализованные алгоритмы.

**2. СТРУКТУРЫ ДАННЫХ И АЛГОРИТМЫ**

В этом разделе описываются реальные структуры данных и алгоритмы, использованные в программе, — в точном соответствии с приведённым исходным кодом.

**2.1 Структура DigitNode**

struct DigitNode {

int digit; // значение разряда 0…9

DigitNode\* next = nullptr; // указатель на следующий узел (к более старшему разряду)

explicit DigitNode(int d) : digit(d) {}

};

Каждый узел хранит одну десятичную цифру и ссылку на следующий узел. Узлы образуют односвязный список, упорядоченный от младшего к старшему разряду.

**2.2 Класс DigitList**

class DigitList {

public:

DigitList() = default;

~DigitList() { clear(); }

void push\_back(int d); // добавить цифру в конец (к старшему разряду)

int back() const; // последняя (самая старшая) цифра

void pop\_back(); // удалить последнюю цифру

std::size\_t size() const { return \_size; }

DigitNode\* begin() const { return head; }

void clear();

private:

DigitNode\* head = nullptr; // младший разряд (LSB)

DigitNode\* tail = nullptr; // старший разряд (MSB)

std::size\_t \_size = 0;

};

Метод push\_back всегда добавляет новую цифру в **конец** списка; таким образом, при построении числа от младшего к старшему порядок разрядов сохраняется без реверса.

**2.3 Представление числа**

Пусть введено число 12345. После преобразования функцией toDigits оно хранится как:

head -> 5 -> 4 -> 3 -> 2 -> 1 <- tail

Голова (head) указывает на наименее значащий разряд (единицы), хвост (tail) — на наиболее значащий. Такой порядок облегчает «школьные» алгоритмы: складывание или вычитание начинается прямо с головы списка, без дополнительных обращений к концу.

**2.4 Преобразование строки в список (toDigits)**

DigitList toDigits(const std::string& s) {

DigitList num;

for (auto it = s.rbegin(); it != s.rend(); ++it) // обходим строку с конца

if (std::isdigit(\*it)) num.push\_back(\*it - '0'); // кладём цифру в хвост

if (num.size() == 0) num.push\_back(0); // пустой ввод → 0

trimZeros(num);

return num;

}

Алгоритм проходит **с конца строки к её началу**. Каждая встреченная цифра помещается в хвост списка (push\_back). За счёт того, что итератор идёт справа налево, итоговый список получается в правильном LSB‑порядке.

**2.5 Вывод числа в строку (toString)**

Функция формирует текст слева направо, поэтому сначала собирает цифры во временный буфер, а затем обращает порядок:

std::string toString(const DigitList& num) {

std::string tmp;

for (DigitNode\* p = num.begin(); p; p = p->next)

tmp.push\_back(char('0' + p->digit)); // LSB → MSB

return std::string(tmp.rbegin(), tmp.rend()); // переворот

}

Если список пуст (что не должно происходить при корректных операциях), возвращается "0".

**2.6 Сравнение модулей (absCompare)**

Сравнение выполняется в 2 шага:

1. Сначала сравниваются длины (size()).
2. Если длины равны, то оба числа конвертируются функцией toString и сравниваются как обычные строки (лексографически).

2.7 Ключевые операции

Алгоритмы add и sub обрабатывают **только неотрицательные** аргументы; знак контролируется на уровне вызывающей функции (main).

1. add складывает два списка «столбиком», начиная с головы, и накапливает перенос carry.
2. sub предполагает, что |A| >= |B|. Вычитание идёт тоже с головы. При отрицательном разряде берётся заём из следующего узла. После каждой операции вызывается trimZeros, чтобы убрать возможные нулевые старшие разряды.

**3. ВСПОМОГАТЕЛЬНЫЕ ФУНКЦИИ**

Для удобства реализации и повышения читабельности кода были разработаны несколько вспомогательных функций. Эти функции выполняют подготовительные и служебные задачи: удаляют незначащие нули, переводят вводимые данные в внутреннее представление и обратно, а также сравнивают числа по абсолютной величине. Рассмотрим каждую из них.

**3.1 Функция trimZeros**

После арифметических операций у числа могут появиться лишние нули слева, которые не несут смысла и только усложняют представление числа. Чтобы избавиться от таких ведущих нулей, используется функция trimZeros. Она проходит по списку цифр (DigitList) с конца и удаляет все нулевые узлы до тех пор, пока не останется единственная цифра или пока последняя цифра не окажется ненулевой. Так число приводится к нормальному, удобному для работы виду.

Процесс работы функции trimZeros можно представить как:

1. Если список пустой, функция сразу завершает работу или создаёт узел со значением 0, чтобы корректно представить число 0.
2. Пока в списке больше одного узла и последний узел равен 0:

* Удаляем последний узел.

1. В результате остаётся нормализованное число, у которого нет лишних ведущих нулей.

Так же можно заметить, что если остается всего 1 узел, даже если он ненулевой, то он не удаляется, следовательно число 0 будет корректно представлено единственным узлом с цифрой 0.

**3.2 Функция toDigits**

Функция toDigits выполняет преобразование входной строки, содержащей число, во внутреннее представление DigitList. Пользователь вводит число в обычном виде. Задача функции — проанализировать строку и заполнить структуру DigitList соответствующими цифрами.

Логика работы toDigits следующая:

1. Создаётся пустой список DigitList.
2. Строка обрабатывается в обратном порядке, то есть от конца к началу.
3. Для каждого символа, являющегося цифрой, создаётся узел DigitNode со значением, соответствующим этой цифре (например, символ '7' преобразуется в целое число 7).
4. Каждый новый узел добавляется в конец списка методом push\_back(). Таким образом, последняя цифра исходной строки становится головным узлом списка (младший разряд числа), а первая цифра строки — последним узлом (старший разряд).
5. Если после обработки всех символов список пуст (не было цифр), в него добавляется один узел со значением 0.
6. В конце вызывается функция trimZeros для удаления возможных ведущих нулей.
7. Функция возвращает заполненный список DigitList.

Например, если вводится строка “1234”, после обработки всех символов список будет содержать последовательность узлов:

4 -> 3 -> 2 -> 1

где головной узел содержит младший разряд (4), а последний узел — старший разряд (1).

**3.3 Функция toString**

Функция toString выполняет обратное преобразование: она принимает число во внутреннем формате (DigitList) и формирует строковое представление этого числа, пригодное для вывода на экран или записи в файл.

Алгоритм работы toString такой:

1. Если список цифр пуст (что маловероятно, учитывая логику других частей программы) – функция возвращает строку “0”.
2. Создаётся временная строка tmp, в которую последовательно добавляются цифры из списка (от младшего разряда к старшему).
3. Затем временная строка tmp разворачивается в обратном порядке, формируя результирующую строку out, где цифры расположены в правильном порядке (от старших разрядов к младшим).
4. Полученная строка возвращается как текстовое представление числа.

Пример: если число хранится как список

5 -> 0 -> 1

(что соответствует числу 105, где 5 – младший разряд, 1 – старший разряд), то результат работы функции toString будет “105”.

Таким образом, вызов toString(toDigits(“105”)) вернёт “105”, что подтверждает согласованность функций toDigits и toString.

**3.4 Функция absCompare**

Функция absCompare предназначена для сравнения двух длинных чисел по абсолютной величине. Она возвращает информацию о том, какое из двух чисел больше по модулю, меньше или равны ли они.

Результат работы функции кодируется следующим образом:

1. 0, если |a| = |b| (числа равны по модулю)
2. +1, если |a| > |b|
3. -1, если |a| < |b|

Алгоритм сравнения по модулю состоит из следующих шагов:

1. Сначала сравниваются длины чисел (число узлов в списках). Число с большим количеством цифр больше по модулю. Если длины различаются, сразу возвращается результат сравнения.
2. Если длины равны, требуется поразрядное сравнение, начиная от старших разрядов. Для этого числа предварительно преобразуются в строки с помощью функции toString.
3. Полученные строки сравниваются лексикографически.

* Если строки равны, возвращается 0.
* Если строка первого числа больше строки второго, возвращается +1.
* Если строка первого числа меньше строки второго, возвращается -1.

Функция absCompare в конечном итоге позволяет корректно определить порядок и знак результата операции.

1. **РЕАЛИЗАЦИЯ ОПЕРАЦИЙ СЛОЖЕНИЯ И ВЫЧИТАНИЯ**

Основная цель работы – реализация функций сложения (add) и вычитания (sub) для длинных целых чисел, представленных описанным способом. Эти функции учитывают знак операндов и обеспечивают корректный математический результат, сохраняя при этом внутреннюю консистентность структуры данных (например, не забывая удалить лишние нули и установить верный знак результата). Ниже приводится подробный анализ реализации каждой из операций.

**4.1 Операция сложения (add)**

Функция add вычисляет сумму двух длинных целых чисел, заданных объектами типа DigitList. Она реализует алгоритм сложения, аналогичный сложению чисел «столбиком» вручную.

Алгоритм функции add выглядит следующим образом:

1. Устанавливаются указатели на начало списков:
2. pa — начало первого списка (число a)
3. pb — начало второго списка (число b).
4. Создаётся новый пустой список result для хранения суммы и переменная carry (перенос), инициализированная значением 0.
5. В цикле, пока хотя бы один из указателей не дошёл до конца списка или существует ненулевой перенос, повторяются следующие действия:
   1. Считываются цифры из текущих узлов списков (a и b). Если узел отсутствует, цифра принимается равной 0.
   2. Вычисляется сумма этих цифр и переноса  
      sum = digit\_a + digit\_b + carry;
   3. Новый узел с цифрой, равной sum % 10, добавляется в конец списка result.
   4. Перенос обновляется значением sum / 10.
   5. Указатели pa и pb перемещаются к следующим узлам, если такие существуют.
6. По завершении цикла список result содержит цифры суммы.
7. Итоговый список result передаётся обратно в число a с помощью перемещения:

a = std::move(result);

После выполнения этого алгоритма число a содержит корректно вычисленную сумму. Алгоритм гарантирует отсутствие лишних ведущих нулей в результате.

**4.2 Операция вычитания (функция sub)**

Функция sub вычисляет разность двух длинных целых чисел, то есть реализует алгоритм вычитания столбиком.

Важно отметить, что функция sub предполагает, что модуль числа a не меньше модуля числа b (|a| ≥ |b|).

Алгоритм реализации функции sub следующий:

1. Устанавливаются указатели на начало списков:
2. pa — начало первого списка (число a, уменьшаемое)
3. pb — начало второго списка (число b, вычитаемое).
4. Создаётся новый пустой список result и переменная borrow (заём), инициализированная значением 0.
5. В цикле, пока указатель pa не дошёл до конца первого списка, повторяются следующие действия:
6. Считываются текущие цифры из узлов списков a и b. Если узел в b отсутствует, его цифра считается равной 0.
7. Вычисляется промежуточное значение:  
   diff = digit\_a - digit\_b - borrow;
8. Если diff отрицательно, к нему добавляется 10, а переменная borrow устанавливается в 1 (заём из следующего разряда). В противном случае borrow обнуляется.
9. Узел с цифрой, равной вычисленному значению diff, добавляется в конец списка result.
10. Указатели перемещаются к следующим узлам списков.
11. После завершения цикла полученный список result может содержать ведущие нули. Для их удаления вызывается функция trimZeros(result).
12. Итоговый список result передаётся обратно в число a с помощью перемещения:  
    a = std::move(result);

В итоге получаем корректно вычисленную разность, которая находится в переменной a.

**4.3 Обработка знаков при сложении и вычитании**

Функции add и sub оперируют только абсолютными величинами чисел, не учитывая знаки. Вся логика обработки знаков реализована на уровне функции main.

**5. ФУНКЦИЯ MAIN И ВЗАИМОДЕЙСТВИЕ С ПОЛЬЗОВАТЕЛЕМ**

Функция main организует ввод-вывод и вызывает описанные выше алгоритмы для выполнения операций. Пользовательское взаимодействие в рамках курсовой работы реализовано через консольный интерфейс. Ниже описан общий сценарий работы программы в функции main:

1. Ввод данных и знаков. Программа запрашивает у пользователя две строки — первое и второе число, каждое может начинаться с “+” или “–“. После этого читается символ операции (“+” или “–“).
2. Выделение и учёт знаков. Если в начале строки обнаружен “+” или “–“, этот знак сохраняется в bool neg1 или neg2, а сам символ удаляется из строки.
3. Конвертация в DigitList. Очищенные от знака строки передаются в toDigits, возвращая два объекта DigitList без изменений остальной логики.
4. Коррекция второго знака при вычитании. При выборе операции ‘–’ флаг neg2 автоматически инвертируется — это позволяет свести вычитание к сложению с учётом ранее снятых знаков.
5. Выполнение вычисления.
   1. Если neg1 == neg2, вызывается add(a, b), результат выводится с общим префиксом (“Сумма = ” или “Разность = ”) и знаком (если neg1 == true).
   2. Если neg1 != neg2, сравниваются модули списков (absCompare(a, b)):

5.2.1) При равенстве выводится “0”.

5.2.2) Если |a| > |b|, вызывается sub(a, b), знак берётся из neg1.

5.2.3) Иначе — sub(b, a), знак берётся из neg2.

1. Формирование и вывод строки результата. Полученный DigitList преобразуется в строку через toString выводится в консоль.
2. Завершение. После вывода программа завершается.

**6. ТЕСТИРОВАНИЕ И ПРИМЕРЫ ВВОДА/ВЫВОДА**

Разработанная программа протестирована на ряде случаев, покрывающих типичные и граничные сценарии. Ниже приведены примеры ручного тестирования с ожидаемым результатом:

1. Пример 1: сложение двух больших положительных чисел без смены знака разрядности.  
   Ввод: N1 = 100000000023581914888000, N2 = 20311111115588282881841125, операция “+”.
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Вывод абсолютно корректный

1. Пример 2: вычитание обычных чисел с получением нулевого результата.  
   Ввод: N1 = 12345, N2 = 12345, операция “-“.
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1. Пример 3: сложение чисел разных знаков (результат положительный).  
   Ввод: N1 = 5000, N2 = -1234, операция “+”.
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1. Пример 4: сложение обычных чисел разных знаков (результат отрицательный).

Ввод: N1 = -50, N2 = 20, операция “+”.

![](data:image/png;base64,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)

1. Пример 5: вычитание с отрицательным результатом.

Ввод: N1 = 100, N2 = 250, операция “-“.
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1. Пример 6: Вычитание огромных чисел с одинаковыми знаками (отрицательный результат).

Ввод: N1 = 1241251236234652342134124124125123, N2 = 6234612354123451476135471341347568657834235423452, операция = “-“
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Все перечисленные тесты показывают корректность работы алгоритмов – результаты совпадают с математически ожидаемыми. Дополнительно, стресс-тестирование на случайных больших числах (например, по 50-100 цифр каждая) подтвердило стабильность: программа справляется с их суммированием и разностью, выдавая правильный ответ. Ни переполнение, ни искажение данных не происходит.

Также отдельно проверялась корректность обработки знака: не возникает ситуации вывода “-0” или неверного присвоения знака нулю. Результат 0 всегда отображается без знака. Отрицательные результаты формируются только в тех случаях, когда второе число по модулю превышало первое при вычитании или соответствующая логика при сложении с разными знаками.

**8. КОД ПРОГРАММЫ НА C++**

#include <iostream>

#include <string>

#include <cctype>

#include <windows.h>

/\*─────────────────────────────────────────────────\*/

/\*   СТРУКТУРЫ ДАННЫХ                           \*/

/\*───────────────────────────────────────────────\*/

// Узел списка: одна цифра и указатель на следующий узел

struct DigitNode {

    int digit;              // 0...9

    DigitNode\* next = nullptr;

    explicit DigitNode(int d) : digit(d) {}

};

// Свой список цифр (LSB-порядок)

class DigitList {

public:

    DigitList() = default;

    ~DigitList() { clear(); }

    // добавить цифру в КОНЕЦ (то есть к самым старшим разрядам)

    void push\_back(int d) {

        DigitNode\* node = new DigitNode(d);

        if (!head) head = tail = node;

        else { tail->next = node; tail = node; }

        \_size++;

    }

    // последняя (самая старшая) цифра

    int back() const { return tail ? tail->digit : 0; }

    // удалить последнюю цифру

    void pop\_back() {

        if (!\_size) return;

        if (head == tail) { delete head; head = tail = nullptr; }

        else {

            DigitNode\* cur = head;

            while (cur->next != tail) cur = cur->next;

            delete tail;

            tail = cur;

            tail->next = nullptr;

        }

        --\_size;

    }

    std::size\_t size() const { return \_size; }

    DigitNode\* begin() const { return head; }

    void clear() {

        while (head) { DigitNode\* tmp = head; head = head->next; delete tmp; }

        tail = nullptr; \_size = 0;

    }

private:

    DigitNode\* head = nullptr;        // младший разряд

    DigitNode\* tail = nullptr;        // старший разряд

    std::size\_t \_size = 0;

};

/\*────────────────────────────────────────────────\*/

/\*   ВСПОМОГАТЕЛЬНЫЕ ФУНКЦИИ                    \*/

/\*────────────────────────────────────────────────\*/

// Удалить ведущие нули (они в КОНЦЕ списка)

void trimZeros(DigitList& num) {

    while (num.size() > 1 && num.back() == 0)

        num.pop\_back();

}

// Строка -> DigitList   (игнорируем не-цифры)

DigitList toDigits(const std::string& s) {

    DigitList num;

    for (auto it = s.rbegin(); it != s.rend(); ++it)

        if (std::isdigit(\*it)) num.push\_back(\*it - '0');

    if (num.size() == 0) num.push\_back(0);

    trimZeros(num);

    return num;

}

// DigitList -> строка

std::string toString(const DigitList& num) {

    std::string out;

    char buf[2]{};

    // проходим задом наперёд: сначала нужен tail

    std::string tmp;

    for (DigitNode\* p = num.begin(); p; p = p->next)

        tmp.push\_back(char('0' + p->digit));

    for (auto it = tmp.rbegin(); it != tmp.rend(); ++it) out.push\_back(\*it);

    return out;

}

// |a| ? |b|   (-1,0,+1)

int absCompare(const DigitList& a, const DigitList& b) {

    if (a.size() != b.size()) return a.size() < b.size() ? -1 : 1;

    /\* чтобы сравнить слева направо, перегоняем цифры во временный буфер \*/

    std::string sa = toString(a), sb = toString(b);

    if (sa == sb) return 0;

    return sa < sb ? -1 : 1;

}

/\*─────────────────────────────────────────────────\*/

/\*   АРИФМЕТИКА                                    \*/

/\*─────────────────────────────────────────────────\*/

// a = a + b   (оба неотрицательны)

void add(DigitList& a, const DigitList& b) {

    DigitNode\* pa = a.begin();

    DigitNode\* pb = b.begin();

    int carry = 0;

    DigitList result;

    while (pa || pb || carry) {

        int sum = carry;

        if (pa) { sum += pa->digit; pa = pa->next; }

        if (pb) { sum += pb->digit; pb = pb->next; }

        result.push\_back(sum % 10);

        carry = sum / 10;

    }

    a = std::move(result);

    trimZeros(a);         // заменить результатом

}

// a = a - b   (|a| >= |b|, оба >= 0)

void sub(DigitList& a, const DigitList& b) {

    DigitNode\* pa = a.begin();

    DigitNode\* pb = b.begin();

    int borrow = 0;

    DigitList result;

    while (pa) {

        int diff = pa->digit - borrow - (pb ? pb->digit : 0);

        if (diff < 0) { diff += 10; borrow = 1; } else borrow = 0;

        result.push\_back(diff);

        pa = pa->next;

        if (pb) pb = pb->next;

    }

    trimZeros(result);

    a = std::move(result);

}

/\*────────────────────────────────────────────────\*/

/\*   ДЕМО                                         \*/

/\*─────────────────────────────────────────────────\*/

int main() {

    SetConsoleOutputCP(65001);

    std::cout << "Введите выражение (A + B | A - B):\n";

    std::string s1, s2;

    char op;

    if (!(std::cin >> s1 >> op >> s2)) return 0;

    // вычленяем знаки

    bool neg1 = false, neg2 = false;

    if (s1[0]=='+'||s1[0]=='-') { neg1 = (s1[0]=='-'); s1.erase(0,1); }

    if (s2[0]=='+'||s2[0]=='-') { neg2 = (s2[0]=='-'); s2.erase(0,1); }

    // конвертируем в списки цифр

    DigitList a = toDigits(s1);

    DigitList b = toDigits(s2);

    // для операции '-' инвертируем знак второго

    if (op == '-') neg2 = !neg2;

    if (op!='+' && op!='-') {

        std::cerr << "Поддерживаются только + и -\n";

        return 1;

    }

    // общий префикс вывода

    const char\* label = (op=='+' ? "Сумма = " : "Разность = ");

    if (neg1 == neg2) {

        // одинаковые знаки -> сложение модулей

        add(a, b);

        std::cout << label;

        if (neg1) std::cout << '-';

        std::cout << toString(a) << '\n';

    } else {

        // разные знаки → вычитание модулей

        int cmp = absCompare(a, b);

        if (cmp == 0) {

            std::cout << label << "0\n";

        } else if (cmp > 0) {

            sub(a, b);

            std::cout << label;

            if (neg1) std::cout << '-';

            std::cout << toString(a) << '\n';

        } else {

            sub(b, a);

            std::cout << label;

            if (neg2) std::cout << '-';

            std::cout << toString(b) << '\n';

        }

    }

}

**7. АНАЛИЗ ОГРАНИЧЕНИЙ И ВОЗМОЖНЫЕ УЛУЧШЕНИЯ РЕАЛИЗАЦИИ**

Разработанная реализация успешно выполняет поставленные задачи, однако она обладает рядом ограничений, которые стоит учитывать при её дальнейшем использовании и развитии. Рассмотрим эти ограничения подробнее, а также предложим конкретные способы улучшения текущего решения.

**Ограничения текущей реализации:**

1. Использование односвязного списка для представления числа удобно с точки зрения простоты реализации алгоритмов, однако приводит к нескольким недостаткам:
2. Медленная операция удаления последнего узла: операция pop\_back требует прохода по всему списку, что ведёт к линейной сложности (O(n)) на каждое удаление, особенно ощутимо в функции trimZeros, где удаление множества ведущих нулей становится квадратичным (O(n\*n)).
3. **Избыточное потребление памяти**: каждый узел хранит одну цифру и указатель, что приводит к значительным накладным расходам памяти при работе с большими числами.
4. Низкая эффективность сравнения чисел. Функция сравнения по модулю (absCompare) преобразует числа в строки для последующего сравнения, что создаёт дополнительную нагрузку на память и снижает скорость работы программы.
5. Хранение цифр в десятичной системе. Представление чисел в виде отдельных десятичных цифр удобно для чтения и вывода, но существенно снижает производительность нашей программы при работе с большими числами, так как увеличивает количество необходимых операций для обработки каждого разряда числа.

**Возможные улучшения реализации:**

1. Использование двусвязного списка или динамического массива (вектора)  
   Замена односвязного списка на двусвязный список или динамический массив позволила бы выполнять операции удаления последнего элемента за константное время, существенно ускоряя процесс удаления ведущих нулей и другие манипуляции с концом списка.
2. Использование более крупной системы счисления кратно повысит нашу производительность при гигантских числах из-за принципа работы алгоритма (обращение к каждому разряду отдельно).
3. Улучшение обработки ввода и ошибок. В текущей реализации отсутствует полноценная проверка ввода данных пользователем на некорректные символы или пустые строки. Добавление таких проверок сделает программу более устойчивой к неправильному вводу и повысит её надёжность в реальных сценариях.

**ЗАКЛЮЧЕНИЕ**

В рамках выполненной курсовой работы была разработана и исследована программа, предназначенная для выполнения арифметических операций с целыми числами произвольной длины, превышающей стандартные аппаратные ограничения компьютеров. Реализованное решение позволяет корректно выполнять операции сложения и вычитания с числами практически неограниченного размера, подтверждая тем самым возможность преодоления естественных ограничений стандартных целочисленных типов в языке программирования C++.

В ходе работы был выбран подход, основанный на использовании динамической структуры данных — односвязного списка, хранящего десятичные цифры в порядке от младшего к старшему разряду. Это позволило максимально приблизить реализованные алгоритмы к естественным операциям, используемым при ручном вычислении «столбиком». Данный подход обеспечил прозрачность алгоритмов, простоту их понимания и реализации, а также продемонстрировал основные принципы построения систем длинной арифметики.

Разработанные функции сложения и вычитания полностью соответствуют поставленной задаче и корректно обрабатывают числа любых знаков и размеров. Особое внимание в работе уделено вопросам нормализации результата (удалению ведущих нулей), правильному учёту знаков чисел, а также обеспечению устойчивости работы программы при любых возможных комбинациях входных данных. Проведённые тесты и примеры показали надёжность и корректность получаемых результатов даже при работе с числами длиной в сотни и тысячи разрядов, что подтверждает как практическую применимость реализованных алгоритмов, так и высокую степень их соответствия заявленным требованиям.

Тем не менее, несмотря на успешное решение поставленных задач, текущая реализация обладает рядом ограничений. Прежде всего это касается производительности при работе с очень большими числами, избыточного потребления памяти и неэффективности некоторых операций, таких как удаление элементов из конца списка и сравнение чисел. Анализ этих ограничений позволил предложить конкретные улучшения — переход к более эффективным структурам данных (например, динамическому массиву или двусвязному списку), использование чисел с увеличенным основанием системы счисления (например, 10^9), оптимизацию функций сравнения, а также дальнейшее развитие структуры данных с инкапсуляцией знака числа и реализации дополнительных операций (умножения, деления, вычисления остатка).

Важным результатом работы является демонстрация фундаментальных принципов построения алгоритмов и структур данных, используемых в реальных системах длинной арифметики. Реализованные подходы являются важными основами программирования и отражают ключевые идеи, применяемые в практике алгоритмизации. После написания курсовой работы по реализации длинной арифметики, которая имеет широкую область применения, начиная от решения учебных задач, заканчивая практическим использованием в научных вычислениях, криптографических алгоритмах и финансовых расчётах, я стал лучше работать со структурами и больше понимаю поведение чисел в языках программирования со статической типизацией.
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